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#### Abstract

A Genetic algorithm is a heuristic approach which applies analogies from nature to tackle complex optimization problems. Existing solutions (the ancestors) are randomly modified to produce offsprings which might replace their parents.

We apply a genetic algorithm to a special case of a 2D bin packing problem, using a permutation-style representation decoded by a modified first-fit heuristic


## 1 Introduction

A glass maker usually starts from a set of desired pieces that have been commisioned to him, and a set of sheets to cut from. Loss is created when a sheet can not be exactly covered by the desired pieces. Loss is constituted by small glass pieces, called scraps, that can not be utilized in any way.

For economical reasons, glass makers require a given list of pieces to be placed over the smallest number of sheets, and the total glass loss to be minimized. There are also several technological constraints, deriving from how the glass sheet is actually cut by automatic or semi-automatic cutting machines (We don't treat these).

## 2 Problem Description

Given sheets with $H$ hight and $W$ witdh and given a set of pieces
$m_{1}$ with $h_{1}$ hight and $w_{1}$ witdh
$m_{2}$ with $h_{2}$ hight and $w_{2}$ witdh
... $m_{n}$ with $h_{n}$ hight and $w_{n}$ witdh
We wish to find a way to cut the pieces from the sheets which minimizes the area of wasted glass.However, there are additional constraints:

- All cuts must be either horizontal or vertical
- All cuts must be "guillotinable"; cuts must run across the whole length of the glass (2)


Figure 1: An example of a possible layout


Figure 2: An example of a guillotinable layout

- There are also other industrial constraints which we shall not consider

A solution to this problem takes the form of a cutting tree. This is a tree for which each node represents one guillotinable cut, with each branch representing one of the two new subsheets created; an example is shown in 2). In industry, the glass is cut in stages, with each stage producing the cuts for one level of the tree. The depth of the tree is therefore limited to the number of stages used by the glassmaker. For the problems we shall be considering, there are three stages, so our cutting tree can have no more than three levels.

The 2D glass cutting problem is a particular case of a more general problem, namely the 2D Bin Packing Problem.

Lodi et al. [7] proposed the following topology for the four possible cases produced by orientation and/or guillotine cutting for 2D Bin Packing Problem:
$\mathbf{2 B P}-\mathbf{O}-\mathbf{G}$ the items are oriented $(\mathrm{O})$ and guillotine cutting $(\mathrm{G})$ is required;
$\mathbf{2 B P}-\mathbf{R}-\mathbf{G}$ the items may be rotated by 90 degree (R) and guillotine cutting is required;
$\mathbf{2 B P}-\mathbf{O}-\mathbf{F}$ the items are oriented and cutting is free (F);
$\mathbf{2 B P}-\mathbf{R}-\mathbf{F}$ the items may be rotated by 90 degree and cutting is free

The problem we shall consider is thus $2 \mathrm{BP}-\mathrm{R}-\mathrm{G}$. The following references are examples of industrial applications involving the above variants. A problems of trim-loss minimization in a crepe-rubber mill, studied by Schneider [10], induces subproblems of $2 \mathrm{BP}-\mathrm{O}-\mathrm{G}$; fuzzy twodimensional cutting stock problems arising in the steel industry, discussed by Vasko et al. [11], are related to $2 \mathrm{BP}-\mathrm{R}-\mathrm{G}$; the problem of optimally placing articles and advertisemens in newspaper and yellow pages, studied by Lagus et al. [12] falls into the $2 \mathrm{BP}-\mathrm{O}-\mathrm{F}$ case; finally, several applications of $2 \mathrm{BP}-\mathrm{R}-\mathrm{F}$ are considered by Benbtsson [13].


Figure 3: An example of a layout which can be produced using only two stages


Figure 4: Diagram of a cutting tree

## 3 A Simple Heuristic

### 3.1 The First Fit Heuristic

A very simple way to construct a cutting tree is to use a "First Fit" heuristic. The rectangles are first sorted into height order, with the orientation being chosen so as to maximise height. The first rectangle is placed in the upper left corner of the first sheet. Subsequent rectangles are placed to the right of this until there is insufficient space to add another. The first row is now complete, with a height equal to that of the first rectangle. This process is repeated until no more rows can fit on the sheet, and is then repeated for the other sheets until no rectangles remain.

This heuristic is a "greedy algorithm", which considers only the heights of the rectangles. Within a row, the columns produced by the vertical cuts will each contain only one rectangle; no attempt is made to stack several rectangles together in a single column.

### 3.2 An Improved Heuristic

We present an improvement on the First Fit heuristic, whereby we attempt to fit multiple rectangles into the same column. Note that due to the restriction on the depth of the cutting tree, only rectangles of the same width can be placed in the same column.

When we have completed a row, we do not immediately proceed to the next. Instead, we iterate over all remaining unplaced rectangles, looking for any which have the same width as one of the columns, and are sufficiently small to be placed in the same column without increasing the height of the row.

## 4 The GA

### 4.1 The fitness function

The fitness function is derived from the criterion to be optimized and serves as a measure to evaluate individuals. Then, a successive improvement of the population's mean quality can be achived. However since genetic algoritms still are heuristic strategies, it cannot be guarateed that an optimal solution will be found.

The simplest bound for 2D Glass Cutting Problem is the Continous Lower Bound

$$
\begin{equation*}
L_{\emptyset}=\frac{\sum_{i=1}^{n} w_{j} h_{j}}{W H} \tag{1}
\end{equation*}
$$

where

- $n$ is the number of the piece cutted
- $w_{j} h_{j}$ is the area of piece $j$
- $W H$ is the total area of the sheet

In our application a secondary objective is the maximization of th unused area in the last sheet, so as to produce a possibly large trim to be used later. The same secondary objective was used for solving $2 \mathrm{BP}-\mathrm{R}-\mathrm{F}$ in [13].

We combine the two objectives by defining our fitness function in terms of the number of sheets used and the fraction of the last sheet which is wasted. The function we use is:

$$
\frac{N_{u \text { sed }}-L_{\emptyset}}{N_{\text {used }}}
$$

where $N_{\text {used }}$ is the number of sheets completely used plus the fraction of the available height used on the last sheet. Hence our fitness function should be minimized to produce optimal results.

### 4.2 Representation

We use a permutation representation, but with the exception that we use duplicated labels to represent identical elements, rather than assigning every element a unique label. In the chromosome we also include an additional entry for the rotated version of each rectangle. The cutting tree is created by decoding this permutation using the Improved First Fit heuristic described above. Instead of sorting rectangles by height order, we sort them in order according to the chromosome. Thus the chromosome is a queue of rectangles to be placed by the heuristic. We track the number of rectangles of each type that we have placed, so that we do not place a rotation of an element which has already been placed.

### 4.3 Operators

### 4.3.1 Mutation operator

Similar, to nature, the task of mutation in a genetic algorithm is to effect random variations of the genes which are lost in the current population and which cannot be gained if only the existen material is combined. In general, mutation aims at preveservating the genetic diversity within a population of individuals.

We shall use two different mutation operators:

- Swap: exchange two randomly chosen elements
- Move: extract a random element and reinsert at a randomly chosen postion


### 4.3.2 crossover operator

To simulate the sexual propagation of individuals a recombination operator is included into genetic algorithms. its task is to combine the genetic material of offsprings which inherits certain good characteristics of its ancestors.

We shall explore two different crossover operators:

- Uniform order based, modified to accept duplicate labels
- Elitist:
- Adopt genes appearing at the same positions in both parents
- Choose the remainder from alternate parents where possible

Where we are unable to choose genes from alternate parents (because no genes of that type remain to be placed), we arbitrarily choose to insert the lowest-numbered gene which still remains to be placed.

### 4.4 Local Search

We define the neighbourhood of a permutation to be all other permutations which can be reached through a single swap. Because our chromosomes contain duplicated labels, we choose to ignore swaps which involve identical elements. The neighbourhood is still too large to explore exhaustively, so we a attempt a randomized first-improvement search. A swap is applied, and the fitness of the new permutation evaluated. If an improvement has been made, we terminate the search, and overwrite the original permutation with the improved one. Otherwise we undo that swap and apply a different one. If we try 30 swaps without any improvement being found, we terminate the search.


Figure 5: A plot showing average solution quality. The horizontal axis gives the problem number, the vertical axis gives fitness. Lower fitnes is better. The "orig" series shows the results obtained from the simple heuristic.

## 5 Experimental Setup

The experiments was carried out on with the follow features

| Processor | Intel(R) Pentium(R) 4 CPU 2.60GHz |
| :--- | :--- |
| Memory | 500 MB |
| Compiler environment | gcc version 3.3 |

## 6 Results

We observe that in many cases there is no significant difference in quality between the solutions produced by each variation of the algorithm. In a large number of cases, the solution quality is identical to that of the First Fit heuristic. Such cases appear to arise when the problem being considered is sufficiently simple that all algorithms, including the simple heuristic, are able to find the global optimum. For instance, there are a large number of problems containing rectangles which occupy more than half of a sheet; it is usually trivial to find a way to place the remaining rectangles without requiring any additional sheets. In addition, there are a few problems where the all of the rectangles fit on a single sheet, and there are so few rectangles that problem could easily be solved by enumerating all possible placements.

The problems where the algorithms differ in performance seem to be the most difficult instances. Such problems usually have a large number of different shapes of rectangle.

## 7 Conclusion

It would appear that both crossover and both mutation operators yield similar results, except on the hardest problems. Similarly, local search does not produce a consistent increase in the quality of solution. There appears to be, when all problems are considered, no particular advantage to be gained from using a particular operator, or from using local search. We do note, however that in almost all cases, the GA produces solutions of quality better than or equal to those of the simple heuristic.
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